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# Relatório discente de acompanhamento

**1⁰ Procedimento - Criação das Entidades e Sistema de Persistência Objetivo da prática:**

Nesta etapa o objetivo foi criar um sistema de persistência, armazenar e recuperar, informações de entidades para um cadastro de pessoas físicas e jurídicas em Java, utilizando POO, herança, polimorfismo e manipulação de arquivos. O sistema permitirá operações de inserção, alteração, exclusão, recuperação e obtenção das entidades armazenadas, proporcionando uma maneira eficiente e segura de gerenciar e recuperar informações.

# Prática:

* Criação das Entidades: Pessoa, PessoaFisica, PessoaJuridica;
* Criação dos gerenciadores: PessoaFisicaRepo, PessoaJuridicaRepo;
* Adição dos métodos: inserir, alterar, excluir, obter e obterTodos, além de pesistir e recuperar aos gerenciadores para armazenagem dos dados no disco;
* Alterar a classe principal (main) para testar os repositórios.
* Executar e verificar as funcionalidades implementadas e os arquivos gerados.

# Códigos e resultados obtidos:

* Resultado da execução dos códigos:
* Códigos:

**Utilizado o arquivo:**

mssql-jdbc-12.2.0.jre8.jar

**Conexão com o banco de dados SQL:**

jdbc:sqlserver://localhost\6TNLO1P:1433;databaseName=Loja;encrypt=true;trustServerCertificate=true;

login: loja

senha: cadastrobd

**Iniciando servidor GlassFish:**

GlassFish\_Server 6.2.1

**Prompt de comando como administrador:**

asadmin create-jdbc-connection-pool --datasourceclassname=com.microsoft.sqlserver.jdbc.SQLServerDataSource --restype=javax.sql.DataSource --property="driverClass=com.microsoft.sqlserver.jdbc.SQLServerDriver:portNumber=1433:password=cadastrobd:user=loja:serverName=localhost:databaseName=Loja:trustServerCertificate=true:URL='jdbc:sqlserver://localhost:1433;databaseName=Loja;encrypt=true;trustServerCertificate=true;'" SQLServerPool

**Identificador do Pool:**

asadmin create-jdbc-resource --connectionpoolid SQLServerPool jdbc/loja

**Testar o pool de conexões, só foi possível via** [**http://localhost:4848/**](http://localhost:4848/)**, por terminal apresentou erro.**

**Criando o projeto CadastroEE, com o servidor GlassFish, além da plataforma Jakarta JEE 8:**

**No projeto CadastroEE-ejb, foi criado:**

**Um package denominado cadastroee.model, criado através do New Entitty Classes from Database, pegando classes já criadas no banco de dados solicitado (Loja), com as seguintes Classes:**

**Movimento.java:**

/\*

\* Click nbfs://nbhost/SystemFileSystem/Templates/Licenses/license-default.txt to change this license

\* Click nbfs://nbhost/SystemFileSystem/Templates/Classes/Class.java to edit this template

\*/

package cadastroee.model;

import jakarta.persistence.Basic;

import jakarta.persistence.Column;

import jakarta.persistence.Entity;

import jakarta.persistence.GeneratedValue;

import jakarta.persistence.GenerationType;

import jakarta.persistence.Id;

import jakarta.persistence.JoinColumn;

import jakarta.persistence.ManyToOne;

import jakarta.persistence.NamedQueries;

import jakarta.persistence.NamedQuery;

import jakarta.persistence.Table;

import jakarta.validation.constraints.Size;

import jakarta.xml.bind.annotation.XmlRootElement;

import java.io.Serializable;

import java.math.BigDecimal;

/\*\*

\*

\* @author gilvan

\*/

@Entity

@Table(name = "movimento")

@XmlRootElement

@NamedQueries({

@NamedQuery(name = "Movimento.findAll", query = "SELECT m FROM Movimento m"),

@NamedQuery(name = "Movimento.findByIdMovimento", query = "SELECT m FROM Movimento m WHERE m.idMovimento = :idMovimento"),

@NamedQuery(name = "Movimento.findByQuantidade", query = "SELECT m FROM Movimento m WHERE m.quantidade = :quantidade"),

@NamedQuery(name = "Movimento.findByTipo", query = "SELECT m FROM Movimento m WHERE m.tipo = :tipo"),

@NamedQuery(name = "Movimento.findByValorUnitario", query = "SELECT m FROM Movimento m WHERE m.valorUnitario = :valorUnitario")})

public class Movimento implements Serializable {

private static final long serialVersionUID = 1L;

@Id

@GeneratedValue(strategy = GenerationType.IDENTITY)

@Basic(optional = false)

@Column(name = "idMovimento")

private Integer idMovimento;

@Column(name = "quantidade")

private Integer quantidade;

@Size(max = 10)

@Column(name = "tipo")

private String tipo;

// @Max(value=?) @Min(value=?)//if you know range of your decimal fields consider using these annotations to enforce field validation

@Column(name = "valorUnitario")

private BigDecimal valorUnitario;

@JoinColumn(name = "idPessoa", referencedColumnName = "idPessoa")

@ManyToOne(optional = false)

private Pessoas idPessoa;

@JoinColumn(name = "idProduto", referencedColumnName = "idProduto")

@ManyToOne(optional = false)

private Produtos idProduto;

@JoinColumn(name = "idUsuario", referencedColumnName = "idUsuario")

@ManyToOne(optional = false)

private Usuarios idUsuario;

public Movimento() {

}

public Movimento(Integer idMovimento) {

this.idMovimento = idMovimento;

}

public Integer getIdMovimento() {

return idMovimento;

}

public void setIdMovimento(Integer idMovimento) {

this.idMovimento = idMovimento;

}

public Integer getQuantidade() {

return quantidade;

}

public void setQuantidade(Integer quantidade) {

this.quantidade = quantidade;

}

public String getTipo() {

return tipo;

}

public void setTipo(String tipo) {

this.tipo = tipo;

}

public BigDecimal getValorUnitario() {

return valorUnitario;

}

public void setValorUnitario(BigDecimal valorUnitario) {

this.valorUnitario = valorUnitario;

}

public Pessoas getIdPessoa() {

return idPessoa;

}

public void setIdPessoa(Pessoas idPessoa) {

this.idPessoa = idPessoa;

}

public Produtos getIdProduto() {

return idProduto;

}

public void setIdProduto(Produtos idProduto) {

this.idProduto = idProduto;

}

public Usuarios getIdUsuario() {

return idUsuario;

}

public void setIdUsuario(Usuarios idUsuario) {

this.idUsuario = idUsuario;

}

@Override

public int hashCode() {

int hash = 0;

hash += (idMovimento != null ? idMovimento.hashCode() : 0);

return hash;

}

@Override

public boolean equals(Object object) {

// TODO: Warning - this method won't work in the case the id fields are not set

if (!(object instanceof Movimento)) {

return false;

}

Movimento other = (Movimento) object;

if ((this.idMovimento == null && other.idMovimento != null) || (this.idMovimento != null && !this.idMovimento.equals(other.idMovimento))) {

return false;

}

return true;

}

@Override

public String toString() {

return "cadastroee.model.Movimento[ idMovimento=" + idMovimento + " ]";

}

}

**PessoaFisica.java:**

/\*

\* Click nbfs://nbhost/SystemFileSystem/Templates/Licenses/license-default.txt to change this license

\* Click nbfs://nbhost/SystemFileSystem/Templates/Classes/Class.java to edit this template

\*/

package cadastroee.model;

import jakarta.persistence.Basic;

import jakarta.persistence.Column;

import jakarta.persistence.Entity;

import jakarta.persistence.Id;

import jakarta.persistence.JoinColumn;

import jakarta.persistence.NamedQueries;

import jakarta.persistence.NamedQuery;

import jakarta.persistence.OneToOne;

import jakarta.persistence.Table;

import jakarta.validation.constraints.NotNull;

import jakarta.validation.constraints.Size;

import jakarta.xml.bind.annotation.XmlRootElement;

import java.io.Serializable;

/\*\*

\*

\* @author gilvan

\*/

@Entity

@Table(name = "pessoaFisica")

@XmlRootElement

@NamedQueries({

@NamedQuery(name = "PessoaFisica.findAll", query = "SELECT p FROM PessoaFisica p"),

@NamedQuery(name = "PessoaFisica.findByIdPessoa", query = "SELECT p FROM PessoaFisica p WHERE p.idPessoa = :idPessoa"),

@NamedQuery(name = "PessoaFisica.findByCpf", query = "SELECT p FROM PessoaFisica p WHERE p.cpf = :cpf")})

public class PessoaFisica implements Serializable {

private static final long serialVersionUID = 1L;

@Id

@Basic(optional = false)

@NotNull

@Column(name = "idPessoa")

private Integer idPessoa;

@Basic(optional = false)

@NotNull

@Size(min = 1, max = 14)

@Column(name = "cpf")

private String cpf;

@JoinColumn(name = "idPessoa", referencedColumnName = "idPessoa", insertable = false, updatable = false)

@OneToOne(optional = false)

private Pessoas pessoas;

public PessoaFisica() {

}

public PessoaFisica(Integer idPessoa) {

this.idPessoa = idPessoa;

}

public PessoaFisica(Integer idPessoa, String cpf) {

this.idPessoa = idPessoa;

this.cpf = cpf;

}

public Integer getIdPessoa() {

return idPessoa;

}

public void setIdPessoa(Integer idPessoa) {

this.idPessoa = idPessoa;

}

public String getCpf() {

return cpf;

}

public void setCpf(String cpf) {

this.cpf = cpf;

}

public Pessoas getPessoas() {

return pessoas;

}

public void setPessoas(Pessoas pessoas) {

this.pessoas = pessoas;

}

@Override

public int hashCode() {

int hash = 0;

hash += (idPessoa != null ? idPessoa.hashCode() : 0);

return hash;

}

@Override

public boolean equals(Object object) {

// TODO: Warning - this method won't work in the case the id fields are not set

if (!(object instanceof PessoaFisica)) {

return false;

}

PessoaFisica other = (PessoaFisica) object;

if ((this.idPessoa == null && other.idPessoa != null) || (this.idPessoa != null && !this.idPessoa.equals(other.idPessoa))) {

return false;

}

return true;

}

@Override

public String toString() {

return "cadastroee.model.PessoaFisica[ idPessoa=" + idPessoa + " ]";

}

}

**PessoaJuridica.java:**

/\*

\* Click nbfs://nbhost/SystemFileSystem/Templates/Licenses/license-default.txt to change this license

\* Click nbfs://nbhost/SystemFileSystem/Templates/Classes/Class.java to edit this template

\*/

package cadastroee.model;

import jakarta.persistence.Basic;

import jakarta.persistence.Column;

import jakarta.persistence.Entity;

import jakarta.persistence.Id;

import jakarta.persistence.JoinColumn;

import jakarta.persistence.NamedQueries;

import jakarta.persistence.NamedQuery;

import jakarta.persistence.OneToOne;

import jakarta.persistence.Table;

import jakarta.validation.constraints.NotNull;

import jakarta.validation.constraints.Size;

import jakarta.xml.bind.annotation.XmlRootElement;

import java.io.Serializable;

/\*\*

\*

\* @author gilvan

\*/

@Entity

@Table(name = "pessoaJuridica")

@XmlRootElement

@NamedQueries({

@NamedQuery(name = "PessoaJuridica.findAll", query = "SELECT p FROM PessoaJuridica p"),

@NamedQuery(name = "PessoaJuridica.findByIdPessoa", query = "SELECT p FROM PessoaJuridica p WHERE p.idPessoa = :idPessoa"),

@NamedQuery(name = "PessoaJuridica.findByCnpj", query = "SELECT p FROM PessoaJuridica p WHERE p.cnpj = :cnpj")})

public class PessoaJuridica implements Serializable {

private static final long serialVersionUID = 1L;

@Id

@Basic(optional = false)

@NotNull

@Column(name = "idPessoa")

private Integer idPessoa;

@Basic(optional = false)

@NotNull

@Size(min = 1, max = 18)

@Column(name = "cnpj")

private String cnpj;

@JoinColumn(name = "idPessoa", referencedColumnName = "idPessoa", insertable = false, updatable = false)

@OneToOne(optional = false)

private Pessoas pessoas;

public PessoaJuridica() {

}

public PessoaJuridica(Integer idPessoa) {

this.idPessoa = idPessoa;

}

public PessoaJuridica(Integer idPessoa, String cnpj) {

this.idPessoa = idPessoa;

this.cnpj = cnpj;

}

public Integer getIdPessoa() {

return idPessoa;

}

public void setIdPessoa(Integer idPessoa) {

this.idPessoa = idPessoa;

}

public String getCnpj() {

return cnpj;

}

public void setCnpj(String cnpj) {

this.cnpj = cnpj;

}

public Pessoas getPessoas() {

return pessoas;

}

public void setPessoas(Pessoas pessoas) {

this.pessoas = pessoas;

}

@Override

public int hashCode() {

int hash = 0;

hash += (idPessoa != null ? idPessoa.hashCode() : 0);

return hash;

}

@Override

public boolean equals(Object object) {

// TODO: Warning - this method won't work in the case the id fields are not set

if (!(object instanceof PessoaJuridica)) {

return false;

}

PessoaJuridica other = (PessoaJuridica) object;

if ((this.idPessoa == null && other.idPessoa != null) || (this.idPessoa != null && !this.idPessoa.equals(other.idPessoa))) {

return false;

}

return true;

}

@Override

public String toString() {

return "cadastroee.model.PessoaJuridica[ idPessoa=" + idPessoa + " ]";

}

}

**Pessoas.java:**

/\*

\* Click nbfs://nbhost/SystemFileSystem/Templates/Licenses/license-default.txt to change this license

\* Click nbfs://nbhost/SystemFileSystem/Templates/Classes/Class.java to edit this template

\*/

package cadastroee.model;

import jakarta.persistence.Basic;

import jakarta.persistence.CascadeType;

import jakarta.persistence.Column;

import jakarta.persistence.Entity;

import jakarta.persistence.GeneratedValue;

import jakarta.persistence.GenerationType;

import jakarta.persistence.Id;

import jakarta.persistence.NamedQueries;

import jakarta.persistence.NamedQuery;

import jakarta.persistence.OneToMany;

import jakarta.persistence.OneToOne;

import jakarta.persistence.Table;

import jakarta.validation.constraints.Size;

import jakarta.xml.bind.annotation.XmlRootElement;

import jakarta.xml.bind.annotation.XmlTransient;

import java.io.Serializable;

import java.util.Collection;

/\*\*

\*

\* @author gilvan

\*/

@Entity

@Table(name = "pessoas")

@XmlRootElement

@NamedQueries({

@NamedQuery(name = "Pessoas.findAll", query = "SELECT p FROM Pessoas p"),

@NamedQuery(name = "Pessoas.findByIdPessoa", query = "SELECT p FROM Pessoas p WHERE p.idPessoa = :idPessoa"),

@NamedQuery(name = "Pessoas.findByNome", query = "SELECT p FROM Pessoas p WHERE p.nome = :nome"),

@NamedQuery(name = "Pessoas.findByLogradouro", query = "SELECT p FROM Pessoas p WHERE p.logradouro = :logradouro"),

@NamedQuery(name = "Pessoas.findByCidade", query = "SELECT p FROM Pessoas p WHERE p.cidade = :cidade"),

@NamedQuery(name = "Pessoas.findByEstado", query = "SELECT p FROM Pessoas p WHERE p.estado = :estado"),

@NamedQuery(name = "Pessoas.findByTelefone", query = "SELECT p FROM Pessoas p WHERE p.telefone = :telefone"),

@NamedQuery(name = "Pessoas.findByEmail", query = "SELECT p FROM Pessoas p WHERE p.email = :email")})

public class Pessoas implements Serializable {

private static final long serialVersionUID = 1L;

@Id

@GeneratedValue(strategy = GenerationType.IDENTITY)

@Basic(optional = false)

@Column(name = "idPessoa")

private Integer idPessoa;

@Size(max = 100)

@Column(name = "nome")

private String nome;

@Size(max = 200)

@Column(name = "logradouro")

private String logradouro;

@Size(max = 50)

@Column(name = "cidade")

private String cidade;

@Size(max = 50)

@Column(name = "estado")

private String estado;

@Size(max = 50)

@Column(name = "telefone")

private String telefone;

// @Pattern(regexp="[a-z0-9!#$%&'\*+/=?^\_`{|}~-]+(?:\\.[a-z0-9!#$%&'\*+/=?^\_`{|}~-]+)\*@(?:[a-z0-9](?:[a-z0-9-]\*[a-z0-9])?\\.)+[a-z0-9](?:[a-z0-9-]\*[a-z0-9])?", message="Invalid email")//if the field contains email address consider using this annotation to enforce field validation

@Size(max = 50)

@Column(name = "email")

private String email;

@OneToOne(cascade = CascadeType.ALL, mappedBy = "pessoas")

private PessoaFisica pessoaFisica;

@OneToOne(cascade = CascadeType.ALL, mappedBy = "pessoas")

private PessoaJuridica pessoaJuridica;

@OneToMany(cascade = CascadeType.ALL, mappedBy = "idPessoa")

private Collection<Movimento> movimentoCollection;

public Pessoas() {

}

public Pessoas(Integer idPessoa) {

this.idPessoa = idPessoa;

}

public Integer getIdPessoa() {

return idPessoa;

}

public void setIdPessoa(Integer idPessoa) {

this.idPessoa = idPessoa;

}

public String getNome() {

return nome;

}

public void setNome(String nome) {

this.nome = nome;

}

public String getLogradouro() {

return logradouro;

}

public void setLogradouro(String logradouro) {

this.logradouro = logradouro;

}

public String getCidade() {

return cidade;

}

public void setCidade(String cidade) {

this.cidade = cidade;

}

public String getEstado() {

return estado;

}

public void setEstado(String estado) {

this.estado = estado;

}

public String getTelefone() {

return telefone;

}

public void setTelefone(String telefone) {

this.telefone = telefone;

}

public String getEmail() {

return email;

}

public void setEmail(String email) {

this.email = email;

}

public PessoaFisica getPessoaFisica() {

return pessoaFisica;

}

public void setPessoaFisica(PessoaFisica pessoaFisica) {

this.pessoaFisica = pessoaFisica;

}

public PessoaJuridica getPessoaJuridica() {

return pessoaJuridica;

}

public void setPessoaJuridica(PessoaJuridica pessoaJuridica) {

this.pessoaJuridica = pessoaJuridica;

}

@XmlTransient

public Collection<Movimento> getMovimentoCollection() {

return movimentoCollection;

}

public void setMovimentoCollection(Collection<Movimento> movimentoCollection) {

this.movimentoCollection = movimentoCollection;

}

@Override

public int hashCode() {

int hash = 0;

hash += (idPessoa != null ? idPessoa.hashCode() : 0);

return hash;

}

@Override

public boolean equals(Object object) {

// TODO: Warning - this method won't work in the case the id fields are not set

if (!(object instanceof Pessoas)) {

return false;

}

Pessoas other = (Pessoas) object;

if ((this.idPessoa == null && other.idPessoa != null) || (this.idPessoa != null && !this.idPessoa.equals(other.idPessoa))) {

return false;

}

return true;

}

@Override

public String toString() {

return "cadastroee.model.Pessoas[ idPessoa=" + idPessoa + " ]";

}

}

**Produtos.java:**

/\*

\* Click nbfs://nbhost/SystemFileSystem/Templates/Licenses/license-default.txt to change this license

\* Click nbfs://nbhost/SystemFileSystem/Templates/Classes/Class.java to edit this template

\*/

package cadastroee.model;

import jakarta.persistence.Basic;

import jakarta.persistence.CascadeType;

import jakarta.persistence.Column;

import jakarta.persistence.Entity;

import jakarta.persistence.GeneratedValue;

import jakarta.persistence.GenerationType;

import jakarta.persistence.Id;

import jakarta.persistence.NamedQueries;

import jakarta.persistence.NamedQuery;

import jakarta.persistence.OneToMany;

import jakarta.persistence.Table;

import jakarta.validation.constraints.NotNull;

import jakarta.validation.constraints.Size;

import jakarta.xml.bind.annotation.XmlRootElement;

import jakarta.xml.bind.annotation.XmlTransient;

import java.io.Serializable;

import java.util.Collection;

/\*\*

\*

\* @author gilvan

\*/

@Entity

@Table(name = "produtos")

@XmlRootElement

@NamedQueries({

@NamedQuery(name = "Produtos.findAll", query = "SELECT p FROM Produtos p"),

@NamedQuery(name = "Produtos.findByIdProduto", query = "SELECT p FROM Produtos p WHERE p.idProduto = :idProduto"),

@NamedQuery(name = "Produtos.findByNome", query = "SELECT p FROM Produtos p WHERE p.nome = :nome"),

@NamedQuery(name = "Produtos.findByQuantidade", query = "SELECT p FROM Produtos p WHERE p.quantidade = :quantidade"),

@NamedQuery(name = "Produtos.findByPreco", query = "SELECT p FROM Produtos p WHERE p.preco = :preco")})

public class Produtos implements Serializable {

private static final long serialVersionUID = 1L;

@Id

@GeneratedValue(strategy = GenerationType.IDENTITY)

@Basic(optional = false)

@Column(name = "idProduto")

private Integer idProduto;

@Basic(optional = false)

@NotNull

@Size(min = 1, max = 100)

@Column(name = "nome")

private String nome;

@Column(name = "quantidade")

private Integer quantidade;

@Column(name = "preco")

private float preco;

@OneToMany(cascade = CascadeType.ALL, mappedBy = "idProduto")

private Collection<Movimento> movimentoCollection;

public Produtos() {

}

public Produtos(Integer idProduto) {

this.idProduto = idProduto;

}

public Produtos(Integer idProduto, String nome) {

this.idProduto = idProduto;

this.nome = nome;

}

public Integer getIdProduto() {

return idProduto;

}

public void setIdProduto(Integer idProduto) {

this.idProduto = idProduto;

}

public String getNome() {

return nome;

}

public void setNome(String nome) {

this.nome = nome;

}

public Integer getQuantidade() {

return quantidade;

}

public void setQuantidade(Integer quantidade) {

this.quantidade = quantidade;

}

public float getPreco() {

return preco;

}

public void setPreco(float preco) {

this.preco = preco;

}

@XmlTransient

public Collection<Movimento> getMovimentoCollection() {

return movimentoCollection;

}

public void setMovimentoCollection(Collection<Movimento> movimentoCollection) {

this.movimentoCollection = movimentoCollection;

}

@Override

public int hashCode() {

int hash = 0;

hash += (idProduto != null ? idProduto.hashCode() : 0);

return hash;

}

@Override

public boolean equals(Object object) {

// TODO: Warning - this method won't work in the case the id fields are not set

if (!(object instanceof Produtos)) {

return false;

}

Produtos other = (Produtos) object;

if ((this.idProduto == null && other.idProduto != null) || (this.idProduto != null && !this.idProduto.equals(other.idProduto))) {

return false;

}

return true;

}

@Override

public String toString() {

return "cadastroee.model.Produtos[ idProduto=" + idProduto + " ]";

}

}

**Usuarios.java:**

/\*

\* Click nbfs://nbhost/SystemFileSystem/Templates/Licenses/license-default.txt to change this license

\* Click nbfs://nbhost/SystemFileSystem/Templates/Classes/Class.java to edit this template

\*/

package cadastroee.model;

import jakarta.persistence.Basic;

import jakarta.persistence.CascadeType;

import jakarta.persistence.Column;

import jakarta.persistence.Entity;

import jakarta.persistence.GeneratedValue;

import jakarta.persistence.GenerationType;

import jakarta.persistence.Id;

import jakarta.persistence.NamedQueries;

import jakarta.persistence.NamedQuery;

import jakarta.persistence.OneToMany;

import jakarta.persistence.Table;

import jakarta.validation.constraints.NotNull;

import jakarta.validation.constraints.Size;

import jakarta.xml.bind.annotation.XmlRootElement;

import jakarta.xml.bind.annotation.XmlTransient;

import java.io.Serializable;

import java.util.Collection;

/\*\*

\*

\* @author gilvan

\*/

@Entity

@Table(name = "usuarios")

@XmlRootElement

@NamedQueries({

@NamedQuery(name = "Usuarios.findAll", query = "SELECT u FROM Usuarios u"),

@NamedQuery(name = "Usuarios.findByIdUsuario", query = "SELECT u FROM Usuarios u WHERE u.idUsuario = :idUsuario"),

@NamedQuery(name = "Usuarios.findByNome", query = "SELECT u FROM Usuarios u WHERE u.nome = :nome"),

@NamedQuery(name = "Usuarios.findBySenha", query = "SELECT u FROM Usuarios u WHERE u.senha = :senha")})

public class Usuarios implements Serializable {

private static final long serialVersionUID = 1L;

@Id

@GeneratedValue(strategy = GenerationType.IDENTITY)

@Basic(optional = false)

@Column(name = "idUsuario")

private Integer idUsuario;

@Basic(optional = false)

@NotNull

@Size(min = 1, max = 100)

@Column(name = "nome")

private String nome;

@Basic(optional = false)

@NotNull

@Size(min = 1, max = 50)

@Column(name = "senha")

private String senha;

@OneToMany(cascade = CascadeType.ALL, mappedBy = "idUsuario")

private Collection<Movimento> movimentoCollection;

public Usuarios() {

}

public Usuarios(Integer idUsuario) {

this.idUsuario = idUsuario;

}

public Usuarios(Integer idUsuario, String nome, String senha) {

this.idUsuario = idUsuario;

this.nome = nome;

this.senha = senha;

}

public Integer getIdUsuario() {

return idUsuario;

}

public void setIdUsuario(Integer idUsuario) {

this.idUsuario = idUsuario;

}

public String getNome() {

return nome;

}

public void setNome(String nome) {

this.nome = nome;

}

public String getSenha() {

return senha;

}

public void setSenha(String senha) {

this.senha = senha;

}

@XmlTransient

public Collection<Movimento> getMovimentoCollection() {

return movimentoCollection;

}

public void setMovimentoCollection(Collection<Movimento> movimentoCollection) {

this.movimentoCollection = movimentoCollection;

}

@Override

public int hashCode() {

int hash = 0;

hash += (idUsuario != null ? idUsuario.hashCode() : 0);

return hash;

}

@Override

public boolean equals(Object object) {

// TODO: Warning - this method won't work in the case the id fields are not set

if (!(object instanceof Usuarios)) {

return false;

}

Usuarios other = (Usuarios) object;

if ((this.idUsuario == null && other.idUsuario != null) || (this.idUsuario != null && !this.idUsuario.equals(other.idUsuario))) {

return false;

}

return true;

}

@Override

public String toString() {

return "cadastroee.model.Usuarios[ idUsuario=" + idUsuario + " ]";

}

}

**Também foi necessário marcar a opção de criação de um arquivo denominado persistence.xml.**

**Em seguida, foi solicitado adicionar os componentes EJB ao projeto, através da opção New Session beans for Entity Classes, para gerar Session Beans com sufixo Facade, bem como interfaces, com o sufixo FacadeLocal, seguem os códigos das classes desse package novo denominado cadastroee.controller:**

**AbstractFacade.java:**

/\*

\* Click nbfs://nbhost/SystemFileSystem/Templates/Licenses/license-default.txt to change this license

\* Click nbfs://nbhost/SystemFileSystem/Templates/Classes/Class.java to edit this template

\*/

package cadastroee.controller;

import java.util.List;

import jakarta.persistence.EntityManager;

/\*\*

\*

\* @author gilvan

\*/

public abstract class AbstractFacade<T> {

private Class<T> entityClass;

public AbstractFacade(Class<T> entityClass) {

this.entityClass = entityClass;

}

protected abstract EntityManager getEntityManager();

public void create(T entity) {

getEntityManager().persist(entity);

}

public void edit(T entity) {

getEntityManager().merge(entity);

}

public void remove(T entity) {

getEntityManager().remove(getEntityManager().merge(entity));

}

public T find(Object id) {

return getEntityManager().find(entityClass, id);

}

public List<T> findAll() {

jakarta.persistence.criteria.CriteriaQuery cq = getEntityManager().getCriteriaBuilder().createQuery();

cq.select(cq.from(entityClass));

return getEntityManager().createQuery(cq).getResultList();

}

public List<T> findRange(int[] range) {

jakarta.persistence.criteria.CriteriaQuery cq = getEntityManager().getCriteriaBuilder().createQuery();

cq.select(cq.from(entityClass));

jakarta.persistence.Query q = getEntityManager().createQuery(cq);

q.setMaxResults(range[1] - range[0] + 1);

q.setFirstResult(range[0]);

return q.getResultList();

}

public int count() {

jakarta.persistence.criteria.CriteriaQuery cq = getEntityManager().getCriteriaBuilder().createQuery();

jakarta.persistence.criteria.Root<T> rt = cq.from(entityClass);

cq.select(getEntityManager().getCriteriaBuilder().count(rt));

jakarta.persistence.Query q = getEntityManager().createQuery(cq);

return ((Long) q.getSingleResult()).intValue();

}

}

**MovimentoFacade.java:**

/\*

\* Click nbfs://nbhost/SystemFileSystem/Templates/Licenses/license-default.txt to change this license

\* Click nbfs://nbhost/SystemFileSystem/Templates/Classes/Class.java to edit this template

\*/

package cadastroee.controller;

import cadastroee.model.Movimento;

import jakarta.ejb.Stateless;

import jakarta.persistence.EntityManager;

import jakarta.persistence.PersistenceContext;

/\*\*

\*

\* @author gilvan

\*/

@Stateless

public class MovimentoFacade extends AbstractFacade<Movimento> implements MovimentoFacadeLocal {

@PersistenceContext(unitName = "CadastroEE-ejbPU")

private EntityManager em;

@Override

protected EntityManager getEntityManager() {

return em;

}

public MovimentoFacade() {

super(Movimento.class);

}

}

**MovimentoFacadeLocal.java:**

/\*

\* Click nbfs://nbhost/SystemFileSystem/Templates/Licenses/license-default.txt to change this license

\* Click nbfs://nbhost/SystemFileSystem/Templates/Classes/Interface.java to edit this template

\*/

package cadastroee.controller;

import cadastroee.model.Movimento;

import java.util.List;

import jakarta.ejb.Local;

/\*\*

\*

\* @author gilvan

\*/

@Local

public interface MovimentoFacadeLocal {

void create(Movimento movimento);

void edit(Movimento movimento);

void remove(Movimento movimento);

Movimento find(Object id);

List<Movimento> findAll();

List<Movimento> findRange(int[] range);

int count();

}

**PessoaFisicaFacade.java:**

/\*

\* Click nbfs://nbhost/SystemFileSystem/Templates/Licenses/license-default.txt to change this license

\* Click nbfs://nbhost/SystemFileSystem/Templates/Classes/Class.java to edit this template

\*/

package cadastroee.controller;

import cadastroee.model.PessoaFisica;

import jakarta.ejb.Stateless;

import jakarta.persistence.EntityManager;

import jakarta.persistence.PersistenceContext;

/\*\*

\*

\* @author gilvan

\*/

@Stateless

public class PessoaFisicaFacade extends AbstractFacade<PessoaFisica> implements PessoaFisicaFacadeLocal {

@PersistenceContext(unitName = "CadastroEE-ejbPU")

private EntityManager em;

@Override

protected EntityManager getEntityManager() {

return em;

}

public PessoaFisicaFacade() {

super(PessoaFisica.class);

}

}

**PessoaFisiscaFacadeLocal.java:**

/\*

\* Click nbfs://nbhost/SystemFileSystem/Templates/Licenses/license-default.txt to change this license

\* Click nbfs://nbhost/SystemFileSystem/Templates/Classes/Interface.java to edit this template

\*/

package cadastroee.controller;

import cadastroee.model.PessoaFisica;

import java.util.List;

import jakarta.ejb.Local;

/\*\*

\*

\* @author gilvan

\*/

@Local

public interface PessoaFisicaFacadeLocal {

void create(PessoaFisica pessoaFisica);

void edit(PessoaFisica pessoaFisica);

void remove(PessoaFisica pessoaFisica);

PessoaFisica find(Object id);

List<PessoaFisica> findAll();

List<PessoaFisica> findRange(int[] range);

int count();

}

**PessoaJuridicaFacade.java:**

/\*

\* Click nbfs://nbhost/SystemFileSystem/Templates/Licenses/license-default.txt to change this license

\* Click nbfs://nbhost/SystemFileSystem/Templates/Classes/Class.java to edit this template

\*/

package cadastroee.controller;

import cadastroee.model.PessoaJuridica;

import jakarta.ejb.Stateless;

import jakarta.persistence.EntityManager;

import jakarta.persistence.PersistenceContext;

/\*\*

\*

\* @author gilvan

\*/

@Stateless

public class PessoaJuridicaFacade extends AbstractFacade<PessoaJuridica> implements PessoaJuridicaFacadeLocal {

@PersistenceContext(unitName = "CadastroEE-ejbPU")

private EntityManager em;

@Override

protected EntityManager getEntityManager() {

return em;

}

public PessoaJuridicaFacade() {

super(PessoaJuridica.class);

}

}

**PessoaJuridicaFacadeLocal.java:**

/\*

\* Click nbfs://nbhost/SystemFileSystem/Templates/Licenses/license-default.txt to change this license

\* Click nbfs://nbhost/SystemFileSystem/Templates/Classes/Interface.java to edit this template

\*/

package cadastroee.controller;

import cadastroee.model.PessoaJuridica;

import java.util.List;

import jakarta.ejb.Local;

/\*\*

\*

\* @author gilvan

\*/

@Local

public interface PessoaJuridicaFacadeLocal {

void create(PessoaJuridica pessoaJuridica);

void edit(PessoaJuridica pessoaJuridica);

void remove(PessoaJuridica pessoaJuridica);

PessoaJuridica find(Object id);

List<PessoaJuridica> findAll();

List<PessoaJuridica> findRange(int[] range);

int count();

}

**PessoasFacade.java:**

/\*

\* Click nbfs://nbhost/SystemFileSystem/Templates/Licenses/license-default.txt to change this license

\* Click nbfs://nbhost/SystemFileSystem/Templates/Classes/Class.java to edit this template

\*/

package cadastroee.controller;

import cadastroee.model.Pessoas;

import jakarta.ejb.Stateless;

import jakarta.persistence.EntityManager;

import jakarta.persistence.PersistenceContext;

/\*\*

\*

\* @author gilvan

\*/

@Stateless

public class PessoasFacade extends AbstractFacade<Pessoas> implements PessoasFacadeLocal {

@PersistenceContext(unitName = "CadastroEE-ejbPU")

private EntityManager em;

@Override

protected EntityManager getEntityManager() {

return em;

}

public PessoasFacade() {

super(Pessoas.class);

}

}

**PessoasFacadeLocal.java:**

/\*

\* Click nbfs://nbhost/SystemFileSystem/Templates/Licenses/license-default.txt to change this license

\* Click nbfs://nbhost/SystemFileSystem/Templates/Classes/Interface.java to edit this template

\*/

package cadastroee.controller;

import cadastroee.model.Pessoas;

import java.util.List;

import jakarta.ejb.Local;

/\*\*

\*

\* @author gilvan

\*/

@Local

public interface PessoasFacadeLocal {

void create(Pessoas pessoas);

void edit(Pessoas pessoas);

void remove(Pessoas pessoas);

Pessoas find(Object id);

List<Pessoas> findAll();

List<Pessoas> findRange(int[] range);

int count();

}

**ProdutosFacade.java:**

/\*

\* Click nbfs://nbhost/SystemFileSystem/Templates/Licenses/license-default.txt to change this license

\* Click nbfs://nbhost/SystemFileSystem/Templates/Classes/Class.java to edit this template

\*/

package cadastroee.controller;

import cadastroee.model.Produtos;

import jakarta.ejb.Stateless;

import jakarta.persistence.EntityManager;

import jakarta.persistence.PersistenceContext;

/\*\*

\*

\* @author gilvan

\*/

@Stateless

public class ProdutosFacade extends AbstractFacade<Produtos> implements ProdutosFacadeLocal {

@PersistenceContext(unitName = "CadastroEE-ejbPU")

private EntityManager em;

@Override

protected EntityManager getEntityManager() {

return em;

}

public ProdutosFacade() {

super(Produtos.class);

}

}

**ProdutosFacadeLocal.java:**

/\*

\* Click nbfs://nbhost/SystemFileSystem/Templates/Licenses/license-default.txt to change this license

\* Click nbfs://nbhost/SystemFileSystem/Templates/Classes/Interface.java to edit this template

\*/

package cadastroee.controller;

import cadastroee.model.Produtos;

import java.util.List;

import jakarta.ejb.Local;

/\*\*

\*

\* @author gilvan

\*/

@Local

public interface ProdutosFacadeLocal {

void create(Produtos produtos);

void edit(Produtos produtos);

void remove(Produtos produtos);

Produtos find(Object id);

List<Produtos> findAll();

List<Produtos> findRange(int[] range);

int count();

}

**UsuariosFacade.java:**

/\*

\* Click nbfs://nbhost/SystemFileSystem/Templates/Licenses/license-default.txt to change this license

\* Click nbfs://nbhost/SystemFileSystem/Templates/Classes/Class.java to edit this template

\*/

package cadastroee.controller;

import cadastroee.model.Usuarios;

import jakarta.ejb.Stateless;

import jakarta.persistence.EntityManager;

import jakarta.persistence.PersistenceContext;

/\*\*

\*

\* @author gilvan

\*/

@Stateless

public class UsuariosFacade extends AbstractFacade<Usuarios> implements UsuariosFacadeLocal {

@PersistenceContext(unitName = "CadastroEE-ejbPU")

private EntityManager em;

@Override

protected EntityManager getEntityManager() {

return em;

}

public UsuariosFacade() {

super(Usuarios.class);

}

}

**UsuariosFacadeLocal.java:**

/\*

\* Click nbfs://nbhost/SystemFileSystem/Templates/Licenses/license-default.txt to change this license

\* Click nbfs://nbhost/SystemFileSystem/Templates/Classes/Interface.java to edit this template

\*/

package cadastroee.controller;

import cadastroee.model.Usuarios;

import java.util.List;

import jakarta.ejb.Local;

/\*\*

\*

\* @author gilvan

\*/

@Local

public interface UsuariosFacadeLocal {

void create(Usuarios usuarios);

void edit(Usuarios usuarios);

void remove(Usuarios usuarios);

Usuarios find(Object id);

List<Usuarios> findAll();

List<Usuarios> findRange(int[] range);

int count();

}

**Após esse processo foi adicionado a biblioteca Jakarta EE 8 API ao projeto CadastroEE-ejb**

Também foram modificadas todas as importações de pacotes javax para jakarta em todos os arquivos do projeto CadastroEE-ejb

**Na entidade Produtos, foi necessário alterar o tipo do atributo Preco para Float, no lugar de BigDecimal, e foi necessário alterar o arquivo persistence.xml, com o seguinte código:**

<?xml version="1.0" encoding="UTF-8"?>

<persistence version="1.0" xmlns="http://java.sun.com/xml/ns/persistence" xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance" xsi:schemaLocation="http://java.sun.com/xml/ns/persistence http://java.sun.com/xml/ns/persistence/persistence\_1\_0.xsd">

<persistence-unit name="CadastroEE-ejbPU" transaction-type="JTA">

<jta-data-source>jdbc/loja</jta-data-source>

<exclude-unlisted-classes>false</exclude-unlisted-classes>

<properties/>

</persistence-unit>

</persistence>

**Agora vem a criação de um Servlet de teste no projeto CadastroEE-war, com o nome ServletProduto dentro de um pacote denominado cadastroee.servlets, lembrando de deixar selecionado a opção Add information to deployment descriptor, pois é necessário devido a versão do GlassFish utilizada. Adicionar também a referência para a interface do EJB, através do código:**

@EJB

ProdutoFacadeLocal facade;

**Modificar a resposta do Servlet, utilizando o facade para recuperar os dados e apresenta-los na forma de lista HTML, além de adicionar a biblioteca Jakarta EE Web 8 API ao projeto CadastroEE-war e modificar todas as importações de pacotes javax para jakarta. Segue o código da página ServletProduto.java:**

/\*

\* Click nbfs://nbhost/SystemFileSystem/Templates/Licenses/license-default.txt to change this license

\* Click nbfs://nbhost/SystemFileSystem/Templates/JSP\_Servlet/Servlet.java to edit this template

\*/

package cadastroee.servlets;

import cadastroee.controller.ProdutosFacadeLocal;

import cadastroee.model.Produtos;

import jakarta.ejb.EJB;

import java.io.IOException;

import java.io.PrintWriter;

import java.util.List;

import jakarta.servlet.ServletException;

import jakarta.servlet.http.HttpServlet;

import jakarta.servlet.http.HttpServletRequest;

import jakarta.servlet.http.HttpServletResponse;

/\*\*

\*

\* @author gilvan

\*/

public class ServletProduto extends HttpServlet {

/\*\*

\* Processes requests for both HTTP <code>GET</code> and <code>POST</code>

\* methods.

\*

\* @param request servlet request

\* @param response servlet response

\* @throws ServletException if a servlet-specific error occurs

\* @throws IOException if an I/O error occurs

\*/

@EJB

ProdutosFacadeLocal facade;

protected void processRequest(HttpServletRequest request, HttpServletResponse response)

throws ServletException, IOException {

response.setContentType("text/html;charset=UTF-8");

try (PrintWriter out = response.getWriter()) {

out.println("<!DOCTYPE html>");

out.println("<html>");

out.println("<head>");

out.println("<title>Servlet ServletProduto</title>");

out.println("</head>");

out.println("<body>");

out.println("<h1>Servlet ServletProduto at " + request.getContextPath() + "</h1>");

out.println("<ul>");

List<Produtos> listaDeProdutos = facade.findAll();

for (Produtos produtos : listaDeProdutos) {

out.println("<li>" + produtos.getNome()+ "</li>");

}

out.println("</ul>");

out.println("</body>");

out.println("</html>");

}

}

// <editor-fold defaultstate="collapsed" desc="HttpServlet methods. Click on the + sign on the left to edit the code.">

/\*\*

\* Handles the HTTP <code>GET</code> method.

\*

\* @param request servlet request

\* @param response servlet response

\* @throws ServletException if a servlet-specific error occurs

\* @throws IOException if an I/O error occurs

\*/

@Override

protected void doGet(HttpServletRequest request, HttpServletResponse response)

throws ServletException, IOException {

processRequest(request, response);

}

/\*\*

\* Handles the HTTP <code>POST</code> method.

\*

\* @param request servlet request

\* @param response servlet response

\* @throws ServletException if a servlet-specific error occurs

\* @throws IOException if an I/O error occurs

\*/

@Override

protected void doPost(HttpServletRequest request, HttpServletResponse response)

throws ServletException, IOException {

processRequest(request, response);

}

/\*\*

\* Returns a short description of the servlet.

\*

\* @return a String containing servlet description

\*/

@Override

public String getServletInfo() {

return "Short description";

}// </editor-fold>

}

**Modificar o arquivo web.xml para que a exibição seja feita:**

<?xml version="1.0" encoding="UTF-8"?>

<web-app version="4.0" xmlns="http://xmlns.jcp.org/xml/ns/javaee" xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance" xsi:schemaLocation="http://xmlns.jcp.org/xml/ns/javaee http://xmlns.jcp.org/xml/ns/javaee/web-app\_4\_0.xsd">

<servlet>

<servlet-name>ServletProduto</servlet-name>

<servlet-class>cadastroee.servlets.ServletProduto</servlet-class>

</servlet>

<servlet>

<servlet-name>ServletProdutoFC</servlet-name>

<servlet-class>cadastroee.servlets.ServletProdutoFC</servlet-class>

</servlet>

<session-config>

<session-timeout>30</session-timeout>

</session-config>

</web-app>

**Também foi feita uma pequena modificação na página index.html, apenas para melhor acessar a página ServletProdutos.java, segue o código alterado da página index.html:**

<!DOCTYPE html>

<!--

Click nbfs://nbhost/SystemFileSystem/Templates/Licenses/license-default.txt to change this license

Click nbfs://nbhost/SystemFileSystem/Templates/JSP\_Servlet/Html.html to edit this template

-->

<html>

<head>

<title>CadastroEE</title>

<meta charset="UTF-8">

<meta name="viewport" content="width=device-width, initial-scale=1.0">

</head>

<body>

<h1> <a href="./ServletProduto"> Servlets Produtos </a> </h1>

<h1> <a href="./ServletProdutoFC"> Servlets Produtos FC </a> </h1>

</body>

</html>

**Executando o projeto a partir do endereço (http://localhost:8080/CadastroEE-war/ServletProduto) ou do link criado no index.html, obtemos o seguinte resultado:**

![](data:image/png;base64,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)

**Análise e Conclusão:**

**- Como é organizado um projeto corporativo no NetBeans?**

Resposta: Um projeto organizado no NetBeans segue uma estrutura modular, baseada em componentes e módulos diferentes organizados através da interface do projeto.

**- Qual o papel das tecnologias JPA e EJB na construção de um aplicativo para a plataforma Web no ambiente Java?**

Resposta: A tecnologia JPA, permite o mapeamento, objeto-relacional, para persistência de entidades Java em banco de dados; já a tecnologia EJB, oferece um modelo construtivo para componentes de negócio transacionais, facilitando o desenvolvimento de aplicativos corporativos escaláveis.

**- Como o NetBeans viabiliza a melhoria de produtividade ao lidar com as tecnologias JPA e EJB?**

Resposta: O NetBeans integra e da suporte ao desenvolvimento com JPA e EJB, de todas as formas, autocompletando, com ferramentas visuais, depuração e geração de códigos para aumentar a produtividade.

**- O que são Servlets, e como o NetBeans oferece suporte à construção desse tipo de componentes em um projeto Web?**

Resposta: São componentes Java responsáveis por gerar conteúdo dinâmico em servidores web, onde no NetBeans à uma simplificação a sua implementação e criação, pois ele oferece suporte à construção dos Servlets através de wizards e modelos de projetos para aplicações web.

**- Como é feita a comunicação entre os Serlvets e os Session Beans do pool de EJBs?**

Resposta: A comunicação ocorre via injeção de referências para os Session Beans nos Servlets, utilizando o @EJB por exemplo, ou através de serviços web.

**2⁰ Procedimento - Interface Cadastral com Servlet e JSPs**

**Foi solicitado criar um novo Servlet, no mesmo package, com o nome ServletProdutoFC em CadastroEE-war, utilizando o padrão Front Controller, adicionando uma referência para ProdutoFacadeLocal utilizando o nome facade para o atributo. Segue o código da página ServletProdutoFC.java:**

/\*

\* Click nbfs://nbhost/SystemFileSystem/Templates/Licenses/license-default.txt to change this license

\* Click nbfs://nbhost/SystemFileSystem/Templates/JSP\_Servlet/Servlet.java to edit this template

\*/

package cadastroee.servlets;

import cadastroee.controller.ProdutosFacadeLocal;

import cadastroee.model.Produtos;

import jakarta.ejb.EJB;

import java.io.IOException;

import java.util.List;

import jakarta.servlet.RequestDispatcher;

import jakarta.servlet.ServletException;

import jakarta.servlet.annotation.WebServlet;

import jakarta.servlet.http.HttpServlet;

import jakarta.servlet.http.HttpServletRequest;

import jakarta.servlet.http.HttpServletResponse;

/\*\*

\*

\* @author gilvan

\*/

@WebServlet(name = "ServletProdutoFC", urlPatterns = {"/ServletProdutoFC"})

public class ServletProdutoFC extends HttpServlet {

@EJB

private ProdutosFacadeLocal facade;

@Override

protected void doGet(HttpServletRequest request, HttpServletResponse response) throws ServletException, IOException {

String acao = request.getParameter("acao");

if (acao == null || acao.isEmpty()) {

acao = "listar";

}

switch (acao) {

case "excluir":

excluirProdutos(request, response);

break;

case "formAlterar":

formAlterar(request, response);

break;

case "formIncluir":

formIncluir(request, response);

break;

default:

listarProdutos(request, response);

}

}

@Override

protected void doPost(HttpServletRequest request, HttpServletResponse response) throws ServletException, IOException {

String acao = request.getParameter("acao");

if (acao != null && !acao.isEmpty()) {

switch (acao) {

case "incluir":

incluirProdutos(request, response);

break;

case "alterar":

alterarProdutos(request, response);

break;

}

} else {

response.sendRedirect("ServletProdutoFC");

}

}

private void listarProdutos(HttpServletRequest request, HttpServletResponse response) throws ServletException, IOException {

List<Produtos> produtos = facade.findAll();

request.setAttribute("produtos", produtos);

RequestDispatcher dispatcher = request.getRequestDispatcher("ProdutoLista.jsp");

dispatcher.forward(request, response);

}

private void excluirProdutos(HttpServletRequest request, HttpServletResponse response) throws ServletException, IOException {

try {

int idExcluir = Integer.parseInt(request.getParameter("id"));

facade.remove(facade.find(idExcluir));

response.sendRedirect("ServletProdutoFC");

} catch (NumberFormatException | NullPointerException e) {

response.sendError(HttpServletResponse.SC\_BAD\_REQUEST);

}

}

private void formAlterar(HttpServletRequest request, HttpServletResponse response) throws ServletException, IOException {

try {

int idAlterar = Integer.parseInt(request.getParameter("id"));

Produtos produto = facade.find(idAlterar);

request.setAttribute("produto", produto);

RequestDispatcher dispatcher = request.getRequestDispatcher("ProdutoDados.jsp");

dispatcher.forward(request, response);

} catch (NumberFormatException | NullPointerException e) {

response.sendError(HttpServletResponse.SC\_BAD\_REQUEST);

}

}

private void incluirProdutos(HttpServletRequest request, HttpServletResponse response) throws ServletException, IOException {

try {

String nome = request.getParameter("nome");

int quantidade = Integer.parseInt(request.getParameter("quantidade"));

Float preco = Float.valueOf(request.getParameter("preco"));

Produtos produtoNovo = new Produtos();

produtoNovo.setNome(nome);

produtoNovo.setQuantidade(quantidade);

produtoNovo.setPreco(preco);

facade.create(produtoNovo);

response.sendRedirect("ServletProdutoFC");

} catch (NumberFormatException | NullPointerException e) {

response.sendError(HttpServletResponse.SC\_BAD\_REQUEST);

}

}

private void alterarProdutos(HttpServletRequest request, HttpServletResponse response) throws ServletException, IOException {

try {

int id = Integer.parseInt(request.getParameter("id"));

String nome = request.getParameter("nome");

int quantidade = Integer.parseInt(request.getParameter("quantidade"));

Float preco = Float.valueOf(request.getParameter("preco"));

Produtos produtoAlterado = facade.find(id);

produtoAlterado.setNome(nome);

produtoAlterado.setQuantidade(quantidade);

produtoAlterado.setPreco(preco);

facade.edit(produtoAlterado);

response.sendRedirect("ServletProdutoFC");

} catch (NumberFormatException | NullPointerException e) {

response.sendError(HttpServletResponse.SC\_BAD\_REQUEST);

}

}

private void formIncluir(HttpServletRequest request, HttpServletResponse response) throws ServletException, IOException {

RequestDispatcher dispatcher = request.getRequestDispatcher("ProdutoDados.jsp");

dispatcher.forward(request, response);

}

}

**Após configurar os métodos no novo Servlet, foi criado uma página de consulta, denominada ProdutoLista.jsp, com o seguinte código:**

<%--

Document : ProdutoLista

Created on : 3 de mai. de 2024, 15:17:57

Author : gilvan

--%>

<%@ page import="cadastroee.model.Produtos" %>

<%@ page import="java.util.List" %>

<%@ page contentType="text/html" pageEncoding="UTF-8" %>

<!DOCTYPE html>

<html>

<head>

<meta charset="UTF-8">

<title>JSP Page</title>

</head>

<body>

<div>

<h1>Listagem de Produtos</h1>

</div>

<div>

<table>

<thead>

<tr>

<th>#</th>

<th>Nome</th>

<th>Quantidade</th>

<th>Preço de Venda</th>

<th>Opções</th>

</tr>

</thead>

<tbody>

<%

List<Produtos> produtos = (List<Produtos>) request.getAttribute("produtos");

if (produtos != null && !produtos.isEmpty()) {

for (Produtos produto : produtos) {

%>

<tr>

<td><%=produto.getIdProduto()%></td>

<td><%=produto.getNome()%></td>

<td><%=produto.getQuantidade()%></td>

<td><%=produto.getPreco()%></td>

<td>

<a href="ServletProdutoFC?acao=formAlterar&id=<%=produto.getIdProduto()%>"> Alterar </a>

<a href="ServletProdutoFC?acao=excluir&id=<%=produto.getIdProduto()%>"> Excluir </a>

</td>

</tr>

<%

}

} else {

%>

</tbody>

</table>

<tr>

<div>Nenhum produto encontrado!</div>

</tr>

<%

}

%>

</div>

<div>

<a href="ServletProdutoFC?acao=formIncluir"> Novo Produto </a>

</div>

</body>

</html>

**Após a criação da página de listar, foi gerado uma página para dados, assim contemplando inserir, alterar e excluir. Segue o código da página de dados ProdutoDados.jsp:**

<%--

Document : ProdutoDados

Created on : 3 de mai. de 2024, 15:34:03

Author : gilvan

--%>

<%@page import="cadastroee.model.Produtos"%>

<%@page import="java.util.List"%>

<!DOCTYPE html>

<html>

<head>

<meta http-equiv="Content-Type" content="text/html; charset=UTF-8">

<title>Cadastro de Produtos</title>

</head>

<body>

<%

Produtos produto = (Produtos) request.getAttribute("produto");

String acao = produto != null ? "alterar" : "incluir";

%>

<div>

<h1><%=acao.equals("alterar") ? "Dados" : "Inclusão"%> do Produto</h1>

</div>

<div>

<form action="ServletProdutoFC" method="post">

<input type="hidden" name="acao" value="<%=acao%>">

<% if (acao.equals("alterar")) { %>

<input type="hidden" name="id" value="<%=produto.getIdProduto()%>">

<% } %>

<div>

<label for="nome">Nome</label>

<input type="text" name="nome" value="<%=produto != null ? produto.getNome() : ""%>" required>

</div>

<div>

<label for="quantidade">Quantidade</label>

<input type="text" name="quantidade" value="<%=produto != null ? produto.getQuantidade() : ""%>" required>

</div>

<div>

<label for="preco">Preço de Venda</label>

<input type="text" name="preco" value="<%=produto != null ? produto.getPreco() : ""%>" required>

</div>

<div>

<input type="submit" value="<%=acao.equals("incluir") ? "Incluir" : "Alterar"%>">

</div>

</form>

</div>

</body>

</html>

**Listagem dos produtos pelo endereço:**

http://localhost:8080/CadastroEE-war/ServletProdutoFC?acao=listar

**Novamente foi modificado a página index.html para facilitar o acesso as demais páginas. Segue o código da página index.html:**

<!DOCTYPE html>

<!--

Click nbfs://nbhost/SystemFileSystem/Templates/Licenses/license-default.txt to change this license

Click nbfs://nbhost/SystemFileSystem/Templates/JSP\_Servlet/Html.html to edit this template

-->

<html>

<head>

<title>CadastroEE</title>

<meta charset="UTF-8">

<meta name="viewport" content="width=device-width, initial-scale=1.0">

</head>

<body>

<div>

<h1>Servlets: </h1>

<h2> <a href="./ServletProduto"> Servlets Produtos </a> </h2>

<h2> <a href="./ServletProdutoFC"> Servlets Produtos FC </a> </h2>

</div>

</body>

</html>

**Obtendo assim o seguinte resultado nas telas:**
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**Análise e Conclusão:**

**- Como funciona o padrão Front Controller, e como ele é implementado em um aplicativo Web Java, na arquitetura MVC?**

Resposta: É um design pattern que centraliza o procedimento de requisições em um único ponto de entrada em uma aplicação web. Implementado como um Servlet, na arquitetura MVM, que recebe todas as requisições do cliente decidindo qual controlador deve lidar com a requisição com base na URL e encaminha a requisição para esse controlador.

**- Quais as diferenças e semelhanças entre Servlets e JSPs?**

Resposta:

-Semelhanças: Ambos são usados em desenvolvimento web Java para criar páginas dinâmicas;

-Diferenças:

Servlet são classes Java que respondem a requisições HTTP

JSPs são arquivos de texto que misturam código Java com HTML, traduzidos em servlets pelo servidor.

**- Qual a diferença entre um redirecionamento simples e o uso do método forward, a partir do RequestDispatcher? Para que servem parâmetros e atributos nos objetos HttpRequest?**

Resposta:

-Redirecionamento Simples: Ocorre quando o servidor envia uma resposta e uma nova URL para o navegador, e então o navegador faz uma nova requisição para essa URL;

-Método forward a partir do RequestDispatcher: Ocorre internamente no servidor, e não há uma nova requisição do navegador;

-Parâmentros e atributos no objeto HttpRequest: São informações enviadas do cliente para o servidor, geralmente através de formulários HTML ou pela URL.

**3⁰ Procedimento - Melhorando o Design da Interface**

**Inclusão do framework Bootstrap ao projeto, modificar as páginas ProdutoLista.jsp e ProdutoDados.jsp. Seguem os códigos e resultados obtidos:**

**ProdutoLista.jsp:**

<%--

Document : ProdutoLista

Created on : 3 de mai. de 2024, 15:17:57

Author : gilvan

--%>

<%@ page import="cadastroee.model.Produtos" %>

<%@ page import="java.util.List" %>

<%@ page contentType="text/html" pageEncoding="UTF-8" %>

<!DOCTYPE html>

<html>

<head>

<meta charset="UTF-8">

<link href="https://cdn.jsdelivr.net/npm/bootstrap@5.3.2/dist/css/bootstrap.min.css" rel="stylesheet" integrity="sha384-T3c6CoIi6uLrA9TneNEoa7RxnatzjcDSCmG1MXxSR1GAsXEV/Dwwykc2MPK8M2HN" crossorigin="anonymous">

<title>JSP Page</title>

</head>

<body class="container">

<div>

<h1>Listagem de Produtos</h1>

</div>

<div>

<table class="table table-striped table-bordered">

<thead class="table-dark">

<tr>

<th>#</th>

<th>Nome</th>

<th>Quantidade</th>

<th>Preço de Venda</th>

<th>Opções</th>

</tr>

</thead>

<tbody>

<%

List<Produtos> produtos = (List<Produtos>) request.getAttribute("produtos");

if (produtos != null && !produtos.isEmpty()) {

for (Produtos produto : produtos) {

%>

<tr>

<td><%=produto.getIdProduto()%></td>

<td><%=produto.getNome()%></td>

<td><%=produto.getQuantidade()%></td>

<td><%=produto.getPreco()%></td>

<td>

<a class="btn btn-primary btn-sm" href="ServletProdutoFC?acao=formAlterar&id=<%=produto.getIdProduto()%>"> Alterar </a>

<a class="btn btn-danger btn-sm" href="ServletProdutoFC?acao=excluir&id=<%=produto.getIdProduto()%>"> Excluir </a>

</td>

</tr>

<%

}

} else {

%>

</tbody>

</table>

<tr>

<div>Nenhum produto encontrado!</div>

</tr>

<%

}

%>

</div>

<div>

<a class="btn btn-primary m-2" href="ServletProdutoFC?acao=formIncluir"> Novo Produto </a>

</div>

</body>

</html>

**Resultado obtido:**
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**ProdutoDados.jsp:**

<%--

Document : ProdutoDados

Created on : 3 de mai. de 2024, 15:34:03

Author : gilvan

--%>

<%@page import="cadastroee.model.Produtos"%>

<%@page import="java.util.List"%>

<!DOCTYPE html>

<html>

<head>

<meta http-equiv="Content-Type" content="text/html; charset=UTF-8">

<link href="https://cdn.jsdelivr.net/npm/bootstrap@5.3.1/dist/css/bootstrap.min.css" rel="stylesheet" integrity="sha384-4bw+/aepP/YC94hEpVNVgiZdgIC5+VKNBQNGCHeKRQN+PtmoHDEXuppvnDJzQIu9" crossorigin="anonymous">

<title>Cadastro de Produtos</title>

</head>

<body class="container">

<%

Produtos produto = (Produtos) request.getAttribute("produto");

String acao = produto != null ? "alterar" : "incluir";

%>

<div>

<h1><%=acao.equals("alterar") ? "Dados" : "Inclusão"%> do Produto</h1>

</div>

<div>

<form class="form" action="ServletProdutoFC" method="post">

<input type="hidden" name="acao" value="<%=acao%>">

<% if (acao.equals("alterar")) { %>

<input type="hidden" name="id" value="<%=produto.getIdProduto()%>">

<% } %>

<div class="mb-3">

<label class="form-label" for="nome">Nome</label>

<input class="form-control" type="text" name="nome" value="<%=produto != null ? produto.getNome() : ""%>" required>

</div>

<div class="mb-3">

<label class="form-label" for="quantidade">Quantidade</label>

<input class="form-control" type="text" name="quantidade" value="<%=produto != null ? produto.getQuantidade() : ""%>" required>

</div>

<div class="mb-3">

<label class="form-label" for="preco">Preço de Venda</label>

<input class="form-control" type="text" name="preco" value="<%=produto != null ? produto.getPreco() : ""%>" required>

</div>

<div>

<input class="btn btn-primary" type="submit" value="<%=acao.equals("incluir") ? "Incluir" : "Alterar"%>">

</div>

</form>

</div>

</body>

</html>

**Resultado obtido:**
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**Análise e Conclusão:**

**- Como o framework Bootstrap é utilizado?**

Resposta: É utilizado para criar interfaces web responsivas e estilizadas de forma rápida e prática, fornecendo componentes e estilos pré-definidos.

**- Por que o Bootstrap garante a independência estrutural do HTML?**

Resposta: Porque ele separa a apresentação visual e o comportamento interativo, e foca totalmente na semântica do HTML, aplicando estilos e funcionalidades diretamente nas linhas de código HTML.

**- Qual a relação entre o Boostrap e a responsividade da página?**

Resposta: O Bootstrap possui um sistema de grid flexível e componentes adaptáveis que se ajustam ao tamanho da tela, garantindo a responsividade de forma simples e automática.